![](data:image/png;base64,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)![](data:image/png;base64,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)
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*CMP*

O *CMP* é um *CODEC* testável e manipulável desenvolvido por alunos do 2º ano da Licenciatura de Engenharia Informática, que permite comprimir imagens *.bmp* de 8 *bits* em tons de cinzento. Recomenda-se que seja efetuada a análise da documentação do código, em especial da do ficheiro *BPMCodec.py*, para além da leitura deste documento. As instruções abaixo enumeradas assumem que o utilizador possui uma cópia do repositório criado no âmbito da realização deste trabalho prático.

1. Instalação / Configuração

a) Abra uma *IDE* *(Integrated Development Environment)* que suporte a linguagem *Python* (ex.: *PyCharm*, *WingIDE*, *Spyder*, etc.).

b) Abra o diretório *TI-TP2* na *IDE* escolhida no passo acima.

O diretório *TI-TP2* aparecerá na aba de navegação do seu *IDE*.

c) Aceda ao *script* *Python Main.py* localizado em *TI-TP2/source\_code/cmp.*

d) Certifique-se que o caminho absoluto do *script* a executar especificado pela *IDE* coincide com o caminho absoluto do *script* *Main.py*.

e) Certifique-se que o caminho absoluto do diretório atual (*working directory*) especificado pela *IDE* coincide com o caminho absoluto do diretório onde o *script Main.py* se encontra.

f) Procure pela região (*region*) *Constants* no *script Main.py*.

As constantes definidas nessa região são *TO\_COMPRESS\_PATH*, *COMPRESSED\_PATH*, *TO\_DECOMPRESS\_PATH,* *DECOMPRESSED\_PATH* que indicam, respetivamente, o diretório de ficheiros alvo a comprimir, o diretório onde os ficheiros comprimidos serão colocados, o diretório de ficheiros alvo a descomprimir e o diretório dos ficheiros descomprimidos.

g) Altere os caminhos relativos especificados pelas constantes por outros, caso não deseje manter os valores predefinidos.

2. Modo de utilização

No *script Main.py* encontram-se as funções *compress\_files()* e *decompress\_files()*. A primeira efetua a compressão dos ficheiros de extensão *.bmp* dentro do diretório definido pela constante *TO\_COMPRESS\_PATH* e a segunda descomprime os ficheiros de extensão *.cmp* localizados no diretório especificado pela constante *TO\_DECOMPRESS\_PATH.* Em cada uma destas funções são instanciadas as classes *BMPCompressor* e *CMPDecompressor* que representam o compressor e descompressor, respetivamente, de modo a que o utilizador tenha acesso às diretivas de compressão/descompressão fornecidas pelo *CODEC* *CMP*.

**2.1 – Diretivas e funcionalidades fornecidas pelas classes *CMPCompressor* e *CMPDecompressor***

Ambas as classes referidas estendem a classe *CMPBenchmarker* que, por sua vez, fornece funções e variáveis para a finalidade de *logging*/*benchmarking*.

Abaixo encontra-se um diagrama que explica sucintamente as funcionalidades disponíveis ao utilizador nas classes acima referidas.

***CMPBenchmarker***

***CMPCompressor***

***CMPDecompressor***

output\_log() **--------- Output do ficheiro de log**

toggle\_benchmark() **--------- *Toggle* da exibição dos passos e tempos**

toggle\_log\_data() **---------*Toggle da exibição da evolução dos dados em cada passo***

**---------Filtro Up / Sub---------**

**---------Filtro de Paeth simplificado---------**

**---------Transformada Move To Front---------**

**---------Run-Length Encoding---------**

**---------Lempel-Ziv-Whelch---------**

**---------Lempel-Ziv-Markov---------**

**---------Codificação de Huffman---------**

**---------Output do ficheiro comprimido---------**

**/descomprimido**

apply\_inverse\_simple\_filter()

apply\_inverse\_simplified\_paeth\_filter()

apply\_inverse\_mtf()

apply\_inverse\_rle()

apply\_inverse\_lzw()

apply\_inverse\_lzma()

apply\_inverse\_huffman\_encoding()

write\_in\_file()

apply\_simple\_filter()

apply\_simplified\_paeth\_filter()

apply\_mtf()

apply\_rle()

apply\_lzw()

apply\_lzma()

apply\_huffman\_encoding()

write\_in\_file()

**Nota**: Recomenda-se a consulta da documentação das funções acima referidas para melhor entender o seu funcionamento e o propósito dos seus parâmetros.

O utilizador pode escolher várias combinações de transformações aplicadas aos dados alvo, a fim de conseguir apurar qual o algoritmo mais eficiente para a compressão de uma determinada imagem.

**2.2 – *Compression* e *decompression stack***

Convém salientar que o utilizador deve certificar-se que a *compression stack* na função *compress\_files()* é reversa e inversa da *decompression stack* da função *decompress\_files()*, como abaixo ilustrado em pseudocódigo.

***compress\_files()*** ***decompress\_files()***

é uma transformação qualquer invertível fornecida pelo *CMP* aplicada aos dados em questão.

t0 (tn)-1

t1 .

. .

. .

. (t1)-1

tn (t0)-1

**2.3 – *Logging* e *Benchmarking***

Para uma recolha mais fácil de dados acerca da *performance* da *compression*/*uncompression stack* utilizada, como tempo de compressão/descompressão e taxa de compressão, o *CMP* dispõe de mecanismos de *logging* e *benchmarking*.

Um ficheiro *.txt* écriado no diretório especificado pelas constantes *COMPRESSED\_PATH,* aquando da compressão de uma imagem, e *DECOMPRESSED\_PATH*, aquando da descompressão de uma imagem, somente se a função *output\_log()* for chamada.

Exemplos do formato dos ficheiros de *log*:

-------crop.cmp CMP DECOMPRESSION LOG-------

DECOMPRESSION STACK:

-> INVERSE HUFFMAN ENCODING

-> INVERSE RLE

-> INVERSE MTF

TOTAL ELLAPSED UNCOMPRESSION TIME: 0.34 sec.

-------crop.bmp CMP COMPRESSION LOG-------

COMPRESSION STACK:

-> MTF

-> RLE

-> HUFFMAN ENCODING

TOTAL ELLAPSED COMPRESSION TIME: 0.57 sec.

INITIAL IMAGE SIZE: 117586 bytes

COMPRESSED IMAGE SIZE: 21117 bytes

COMPRESSION RATIO: 82.04%

• Durante a compressão e descompressão das imagens, os eventos que estão a ocorrer podem ser apresentados na consola, as respetivas durações totais e os dados transformados. O *toggling* desta ação pode ser efetuado recorrendo à definição dos parâmetros opcionais *benchmark* e *log\_data* dos construtores das classes *CMPCompressor* e *CMPDecompressor* ou através das funções *toggle\_benchmark()* e *toggle\_log\_data()*.

Exemplos do formato do *output* de *logging/benchmarking* na consola:

--------------------

crop.bmp Compression

--------------------

Applying up filter...

Ellapsed up filtering time: 0.00 sec

Applying RLE encoding...

Ellapsed RLE encoding time: 0.05 sec

Applying Huffman encoding...

Ellapsed huffman encoding time: 0.02 sec

Total ellapsed compression time: 0.07 sec

Writing in file crop.cmp...

--------------------

*BZip2*

O *bzip2* é um algoritmo de compressão de ficheiros individuais desenvolvido em 1996 por Julian Seward. No trabalho prático em questão foi utilizada um ficheiro executável para aplicação deste algoritmo (fonte: *https://github.com/philr/bzip2-windows/releases*).

1. Modo de utilização

a) Abra a linha de comandos do *Windows*.

b) Através da linha de comandos, navegue para o diretório onde o executável *bzip2.*exe se encontra.

c) Para comprimir, digite ***bzip2 (|caminho do ficheiro a comprimir|.extensão)*** na linha de comandos. Para descomprimir, digite ***bzip2 -d (|*caminho *do ficheiro a descomprimir|.bzip2)*** na linha de comandos.

2. *Flags* de execução

*-h --help* o texto abaixo é imprimido

*-d --decompress* forçar descompressão

*-z --compress* force compressão

*-k --keep* manter (não apagar) ficheiros de *input*

*-f --force* sobrescrever ficheiros de input existentes

*-t --test* testar integridade do ficheiro comprimido

*-c --stdout* imprimir ficheiro comprimido na consola

*-q --quiet* suprimir mensagens de erro não críticas

*-v --verbose*  output detalhado (um segundo *-v* torna o output mais detalhado)

*-L --license* exibir versão e licença do software

*-V --version* exibir versão e licença do software

*-s --small* usar menos memória (no máximo *2500KB*)

*-1 .. -9* definir tamanho dos blocos para *100KB. .. 900KB*

*--fast* *alias* para -1

*--best* *alias* para -9

Bzip2 a ação predefinida é a de comprimir

*Jasper* (J*PEG2000* - *Lossless*)

O *Jasper*, também designado por *JPEG2000* é uma variante *lossless* do formato de imagens *JPEG*. No trabalho prático em questão foi utilizada uma versão do *JPEG2000* implementada em C (fonte: [*https://www.ece.uvic.ca/~frodo/jasper/*](https://www.ece.uvic.ca/~frodo/jasper/)).

1. Modo de utilização

a) Abra a linha de comandos do *Windows*.

b) Através da linha de comandos, navegue para o diretório de caminho *jasper-2.0.14\out\install\x64-Debug (default)\bin*.

c) Para comprimir digite

**jasper *--input (|nome do ficheiro a comprimir|.extensão) --output (|nome do ficheiro comprimido|.jp2) --output-format jp2*** ou ***jasper -f (|nome do ficheiro a comprimir|.extensão) -F (|nome do ficheiro comprimido|.jp2) -T jp2***na linha de comandos.

Para descomprimir digite

***jasper (|nome do ficheiro a descomprimir|.jp2) --output (|nome do ficheiro descomprimido|.extensão) --output-format (formato de saída)*** ou ***jasper -f (|nome do ficheiro a descomprimir|.jp2) -F (|nome do ficheiro descomprimido|.extensão) -T (formato de saída)*** na linha de comandos.

2. *Flags* de execução

*--help* o texto abaixo é imprimido

*--version* imprimir versão e sair

*--verbose* ativar modo detalhado

*--debug-level $lev* definir o nível de debug para *$lev*

*--input $file*  ler a imagem a partir do ficheiro *$file* em detrimento do *input standard*

*--input-format $fmt*  especificar o formato da imagem de entrada como *$fmt* (ver abaixo lista de formatos suportados)

*--input-option $opt* fornecer a opção *$opt* ao descodificador

*--output $file* escrever a imagem no ficheiro *$file* em detrimento do *output standard*

*--output-format $fmt* especificar o formato do ficheiro de saída como *$fmt* (ver abaixo lista de formatos suportados)

*--output-option $opt* fornecer a opção *$opt* ao codificador

*--force-srgb* forçar conversão para o espaço de cores *sRGB*

**Abreviaturas:**

*--input = -f, --input-format = -t, --input-option = -o,*

*--output = -F, --output-format = -T, --output-option = -O*

**Formatos suportados:**

*-mif My Image Format (MIF)*

*-pnm Portable Graymap/Pixmap (PNM)*

*-bmp Microsoft Bitmap (BMP)*

*-ras Sun Rasterfile (RAS)*

*-jp2 JPEG-2000 JP2 File Format Syntax (ISO/IEC 15444-1)*

*-jpc JPEG-2000 Code Stream Syntax (ISO/IEC 15444-1)*

*-jpg JPEG (ISO/IEC 10918-1)-pgx JPEG-2000 VM Format (PGX)*

*JPEG* (*LOSSY*)

O *JPEG*, além de um formato de imagens, é um método de compressão destrutivo. No trabalho prático em questão foi utilizada uma versão do *JPEG* implementada em C (fonte: *https://github.com/kornelski/jpeg-compressor/releases*).

1. Modo de utilização

**Windows:**

a) Abra a linha de comandos do *Windows*.

b) Através da linha de comandos, navegue para o diretório de caminho ***jpeg-compressor\_v104\_r1\bin***.

**Linux:**

a) Abra a linha de comandos do *Linux*.

b) Através da linha de comandos, navegue para o diretório de **caminho *jpeg-compressor\_v104\_r1\bin\_linux****.*

c) Para comprimir digite ***jpge (|nome do ficheiro a comprimir|.extensão) (|nome do ficheiro comprimido|.jpg) (fator de qualidade)*** na linha de comandos (1 ).

Para descomprimir digite ***jpge -d |(nome do ficheiro a descomprimir|.jpg) (|nome do ficheiro comprimido|.tga)*** na linha de comandos.

2. *Flags* de execução

**Opções suportadas em ambos os modos (compressão e descompressão):**

-glogfilename.txt: Append output to log file

Options supported in compression mode (the default):

-o: Enable optimized Huffman tables (slower, but smaller files)

-luma: Output Y-only image

-h1v1, -h2v1, -h2v2: Chroma subsampling (default is either Y-only or H2V2)

-m: Test mem to mem compression (instead of mem to file)

-wfilename.tga: Write decompressed image to filename.tga

-s: Use stb\_image.c to decompress JPEG image, instead of jpgd.cpp